**Hour 1: Introduction to Concurrency and Problems in Concurrency**

1. **Introduction to Concurrency (20 minutes)**
   * Explain why concurrency is important in modern computing systems.
   * Discuss real-world examples like operating systems and internet services that require concurrency.
   * Mention complexity introduced by concurrency.
2. **Role Play: Updating a Student's Bank Account (15 minutes)**
   * Explain the scenario: multiple entities (Rik, Loan Company, Gran, Bank Manager) updating a bank account concurrently.
   * Identify potential issues like race conditions, mutual exclusion, and critical sections.
3. **Java Implementation: Simple Bank Account Simulation (25 minutes)**
   * Demonstrate a Java program simulating updates to Rik's bank account.
   * Implement without synchronization first to show race conditions.
   * Code sample demonstrating unsynchronized access.

**Hour 2: Synchronization and Solving Concurrency Problems**

1. **Problems in Concurrency (15 minutes)**
   * Outline issues like race conditions, deadlock, and livelock.
   * Describe key concepts such as mutual exclusion, critical sections, and synchronization mechanisms.
2. **Java Implementation: Using synchronized to Solve Race Conditions (25 minutes)**
   * Explain how to use Java’s synchronized keyword to handle mutual exclusion.
   * Modify the bank account example to include synchronized methods for balance updates.
3. **Java Practical Exercise (20 minutes)**
   * Task: Students modify the provided Java code to include proper synchronization.
   * Include bonus challenge: Implement a scenario with multiple accounts being updated by different threads.

**Hour 3: Advanced Synchronization Mechanisms**

1. **Avoiding Deadlock: Resource Locking Strategies (20 minutes)**
   * Explain how deadlock occurs and discuss strategies to avoid it.
   * Discuss resource ordering, the use of timeouts, and lock ordering.
2. **Java Implementation: ReentrantLock and tryLock() (25 minutes)**
   * Introduce ReentrantLock and show how to use it in Java.
   * Provide an example demonstrating the use of tryLock() to avoid deadlock in the bank account scenario.
3. **Class Discussion: Best Practices for Concurrency (15 minutes)**
   * Discuss common patterns and practices to manage concurrency in Java, including using locks effectively and minimizing critical sections.

**Detailed Notes:**

**Hour 1: Introduction to Concurrency and Problems in Concurrency**

**Introduction to Concurrency (20 minutes)**

**Why Concurrency is Important in Modern Computing Systems**

**Definition of Concurrency:**

Concurrency refers to the ability of a system to manage **multiple tasks simultaneously**. It allows multiple sequences of operations to be **executed in overlapping periods**, improving resource utilization and system performance.

**Importance in Modern Systems:**

1. **Multi-Core Processors:**
   * Modern CPUs come with multiple cores.
   * Concurrency allows programs to utilize these cores effectively.
   * Enables parallel execution, improving performance.
2. **Responsive User Interfaces:**
   * Concurrency allows UI applications to remain responsive.
   * Background tasks can run without freezing the UI.
3. **Resource Utilization:**
   * Efficient use of system resources like CPU, memory, and I/O devices.
   * Allows for better throughput and performance in applications.
4. **Scalability:**
   * Concurrency enables systems to handle increased loads.
   * Essential for applications like web servers and databases.

**Real-World Examples Requiring Concurrency**

1. **Operating Systems:**
   * Manages multiple processes and threads.
   * Schedules CPU time among processes.
   * Handles I/O operations concurrently.
2. **Web Servers:**
   * Serve multiple client requests simultaneously.
   * Each request can be handled by a separate thread or process.
3. **Database Systems:**
   * Handle concurrent transactions.
   * Ensure data consistency and isolation.
4. **Network Services:**
   * Email servers, chat applications, and streaming services.
   * Manage concurrent connections and data streams.
5. **Multimedia Applications:**
   * Play audio and video while processing user inputs.
   * Handle streaming and decoding concurrently.

**Complexity Introduced by Concurrency**

1. **Race Conditions:**
   * Occur when multiple threads access shared data simultaneously.
   * The outcome depends on the sequence or timing of threads.
2. **Deadlocks:**
   * Occur when two or more threads are waiting indefinitely for resources locked by each other.
3. **Resource Contention:**
   * Multiple threads competing for limited resources.
   * Can lead to **performance degradation**.
4. **Synchronization Overhead:**
   * Managing access to shared resources requires additional code.
   * Can introduce complexity and reduce performance if not handled properly.
5. **Debugging Challenges:**
   * Concurrency bugs are often **non-deterministic**.
   * Difficult to reproduce and fix.

**Role Play: Updating a Student's Bank Account (15 minutes)**

**Scenario Explanation**

**Characters Involved:**

1. **Rik (Student):**
   * Has a bank account with a certain balance.
2. **Loan Company:**
   * Deposits loan funds into Rik's account.
3. **Gran (Grandparent):**
   * Sends money to Rik's account as a gift.
4. **Bank Manager:**
   * Applies monthly interest to the account.

**Concurrent Updates:**

* All entities attempt to update Rik's bank account at the same time.
* Each operation affects the account balance.

**Potential Issues Identified**

1. **Race Conditions:**
   * Simultaneous access to the bank account balance without proper synchronization.
   * Final balance may not reflect all transactions correctly.
2. **Mutual Exclusion:**
   * Need to ensure that only one entity updates the balance at a time.
   * Prevents data corruption.
3. **Critical Sections:**
   * Sections of code where shared resources are accessed.
   * Require protection to avoid inconsistent states.

**Example of a Race Condition:**

* **Initial Balance:** $1000
* **Transactions:**
  + Loan Company deposits $5000.
  + Gran deposits $200.
* **Expected Final Balance:** $6200 after all transactions.
* **Race Condition Outcome:**
  + Due to overlapping operations, the final balance might be incorrect (e.g., $5200 or $1200).

**Java Implementation: Simple Bank Account Simulation (25 minutes)**

**Objective**

* Create a Java program that simulates concurrent updates to Rik's bank account.
* Implement the simulation without synchronization to demonstrate race conditions.

**Program Structure**

1. **BankAccount Class:**
   * Represents Rik's bank account.
   * Contains methods to deposit and withdraw funds.
   * Maintains the account balance.
2. **Transaction Threads:**
   * Each entity (Loan Company, Gran, Bank Manager) is represented by a thread.
   * Threads perform operations on the BankAccount object.
3. **Main Class:**
   * Initializes the BankAccount.
   * Starts multiple threads to simulate concurrent transactions.
   * Displays the final account balance.

**Code Implementation**

// BankAccount.java

public class BankAccount {

private double balance;

public BankAccount(double initialBalance) {

this.balance = initialBalance;

}

// Method to deposit money

public void deposit(double amount) {

double newBalance = balance + amount;

// Simulate processing time

try {

Thread.sleep(100);

} catch (InterruptedException e) {

e.printStackTrace();

}

balance = newBalance;

}

// Method to withdraw money

public void withdraw(double amount) {

double newBalance = balance - amount;

// Simulate processing time

try {

Thread.sleep(100);

} catch (InterruptedException e) {

e.printStackTrace();

}

balance = newBalance;

}

public double getBalance() {

return balance;

}

}

// BankSimulation.java

public class BankSimulation {

public static void main(String[] args) {

BankAccount account = new BankAccount(1000);

// Thread for Loan Company deposit

Thread loanCompany = new Thread(() -> {

account.deposit(5000);

System.out.println("Loan Company deposited $5000");

});

// Thread for Gran's deposit

Thread gran = new Thread(() -> {

account.deposit(200);

System.out.println("Gran deposited $200");

});

// Thread for Bank Manager applying interest

Thread bankManager = new Thread(() -> {

double interest = account.getBalance() \* 0.05;

account.deposit(interest);

System.out.println("Bank Manager applied interest: $" + interest);

});

// Start all threads

loanCompany.start();

gran.start();

bankManager.start();

// Wait for all threads to finish

try {

loanCompany.join();

gran.join();

bankManager.join();

} catch (InterruptedException e) {

e.printStackTrace();

}

// Display final balance

System.out.println("Final account balance: $" + account.getBalance());

}

}

**Explanation of the Code**

1. **BankAccount Class:**
   * **balance:** A private variable holding the account balance.
   * **deposit(double amount):** Adds the specified amount to the balance.
     + Reads the current balance.
     + Calculates the new balance.
     + Simulates processing time with Thread.sleep(100).
     + Updates the balance.
   * **withdraw(double amount):** Subtracts the specified amount from the balance.
     + Similar steps as the deposit method.
   * **getBalance():** Returns the current balance.
2. **BankSimulation Class:**
   * Creates an instance of BankAccount with an initial balance of $1000.
   * **Threads:**
     + **loanCompany:** Deposits $5000 into the account.
     + **gran:** Deposits $200 into the account.
     + **bankManager:** Applies 5% interest to the current balance and deposits it.
   * **Starting Threads:**
     + Calls the start() method on each thread to begin execution.
   * **Joining Threads:**
     + Uses join() to ensure the main thread waits for all transactions to complete before proceeding.
   * **Final Output:**
     + Prints the final account balance after all transactions.

**Demonstrating the Race Condition**

When you run the program multiple times, you may notice inconsistent final balances. This is due to the race condition caused by unsynchronized access to the balance variable.

**Sample Outputs:**

1. **Run 1:**

Gran deposited $200

Loan Company deposited $5000

Bank Manager applied interest: $50.0

Final account balance: $6250.0

1. **Run 2:**

Loan Company deposited $5000

Gran deposited $200

Bank Manager applied interest: $310.0

Final account balance: $6510.0

1. **Run 3:**

Bank Manager applied interest: $50.0

Gran deposited $200

Loan Company deposited $5000

Final account balance: $6250.0

**Analysis:**

* The final balance varies because the threads may read and write the balance at different times.
* Without synchronization, the updates to balance can overlap, leading to incorrect calculations.

**Conclusion of Hour 1**

* **Key Takeaways:**
  + Concurrency is essential for efficient modern computing.
  + It introduces complexity that must be managed carefully.
  + Without proper synchronization, concurrent programs can produce incorrect results due to race conditions.

**Hour 2: Synchronization and Solving Concurrency Problems**

**Problems in Concurrency (15 minutes)**

**Overview of Concurrency Issues**

Concurrency introduces several problems that can compromise the correctness and performance of a program. Understanding these issues is crucial for writing reliable concurrent applications.

**1. Race Conditions**

* **Definition**: A race condition occurs when the behavior of a software system depends on the relative timing of events, such as the order in which threads execute.
* **Cause**: Multiple threads accessing and modifying shared data simultaneously without proper synchronization.
* **Effect**: Leads to inconsistent or unexpected results.

**Example**: In the unsynchronized bank account simulation, multiple threads updating the balance simultaneously can cause incorrect final balances.

**2. Deadlocks**

* **Definition**: A deadlock occurs when two or more threads are blocked forever, each waiting for the other to release a resource.
* **Cause**: Circular wait conditions where threads hold locks and wait for locks held by others.
* **Effect**: The program hangs and cannot proceed further.

**Real-world Analogy**: Two people trying to pass through a narrow hallway from opposite ends and refusing to step back.

**3. Livelocks**

* **Definition**: A livelock occurs when threads continuously change their state in response to other threads without making any progress.
* **Cause**: Threads reacting to each other's actions, leading to an infinite loop of state changes.
* **Effect**: The program is active but not progressing towards completion.

**4. Starvation**

* **Definition**: A thread is perpetually denied access to resources it needs to make progress.
* **Cause**: Improper scheduling or priority settings.
* **Effect**: The thread cannot complete its task, affecting program correctness.

**Key Concepts in Concurrency**

**1. Mutual Exclusion**

* **Definition**: Ensuring that only one thread accesses a shared resource or critical section at a time.
* **Mechanisms**: Locks, synchronized blocks, and methods.

**2. Critical Sections**

* **Definition**: Parts of the code that access shared resources and must not be executed by more than one thread at a time.
* **Purpose**: Protect shared data from concurrent modifications.

**3. Synchronization Mechanisms**

* **Locks/Monitors**: Used to control access to critical sections.
* **Semaphores**: Counters that control access to shared resources.
* **Barriers**: Synchronize threads at a certain point in the program.

**Java Implementation: Using synchronized to Solve Race Conditions (25 minutes)**

**Objective**

* Modify the previous bank account simulation to include synchronization.
* Use Java's synchronized keyword to handle mutual exclusion.
* Ensure that race conditions are eliminated, and the final account balance is consistent.

**Understanding the synchronized Keyword**

**How synchronized Works**

* When a method or block is declared as synchronized, a thread must acquire the intrinsic lock (monitor) for the object before executing the code.
* Other threads attempting to enter the synchronized code will block until the lock is released.

**Types of Synchronization**

1. **Synchronized Methods**: The entire method is synchronized.
2. **Synchronized Blocks**: A block of code within a method is synchronized on a specific object.

**Modifying the BankAccount Class**

**Synchronizing Methods**

We will make the deposit and withdraw methods synchronized to ensure that only one thread can execute them at a time.

// BankAccount.java

public class BankAccount {

private double balance;

public BankAccount(double initialBalance) {

this.balance = initialBalance;

}

// Synchronized method to deposit money

public synchronized void deposit(double amount) {

double newBalance = balance + amount;

// Simulate processing time

try {

Thread.sleep(100);

} catch (InterruptedException e) {

e.printStackTrace();

}

balance = newBalance;

}

// Synchronized method to withdraw money

public synchronized void withdraw(double amount) {

double newBalance = balance - amount;

// Simulate processing time

try {

Thread.sleep(100);

} catch (InterruptedException e) {

e.printStackTrace();

}

balance = newBalance;

}

// Synchronized method to get the balance

public synchronized double getBalance() {

return balance;

}

}

**Explanation**

* **public synchronized void deposit(double amount)**:
  + The method is now synchronized.
  + Threads must acquire the lock on the BankAccount instance before executing.
* **public synchronized double getBalance()**:
  + Synchronizing the getter ensures that the balance is read consistently.

**Running the Synchronized Simulation**

// BankSimulation.java

public class BankSimulation {

public static void main(String[] args) {

BankAccount account = new BankAccount(1000);

// Thread for Loan Company deposit

Thread loanCompany = new Thread(() -> {

account.deposit(5000);

System.out.println("Loan Company deposited $5000");

});

// Thread for Gran's deposit

Thread gran = new Thread(() -> {

account.deposit(200);

System.out.println("Gran deposited $200");

});

// Thread for Bank Manager applying interest

Thread bankManager = new Thread(() -> {

double interest;

synchronized (account) {

interest = account.getBalance() \* 0.05;

}

account.deposit(interest);

System.out.println("Bank Manager applied interest: $" + interest);

});

// Start all threads

loanCompany.start();

gran.start();

bankManager.start();

// Wait for all threads to finish

try {

loanCompany.join();

gran.join();

bankManager.join();

} catch (InterruptedException e) {

e.printStackTrace();

}

// Display final balance

System.out.println("Final account balance: $" + account.getBalance());

}

}

**Explanation**

* **Synchronizing on the account object in the bank manager thread**:
  + Ensures that the balance read is consistent with the latest updates.
* **Consistency of Results**:
  + With synchronization, the final account balance should be consistent across runs.

**Sample Output**

Loan Company deposited $5000

Gran deposited $200

Bank Manager applied interest: $310.0

Final account balance: $6510.0

**Analysis**

* The final balance is now consistently correct.
* **Calculation**:
  + Initial Balance: $1000
  + After Loan Company Deposit: $6000
  + After Gran's Deposit: $6200
  + Interest Applied: 5% of $6200 = $310
  + Final Balance: $6200 + $310 = $6510

**Using Synchronized Blocks**

Alternatively, we can use synchronized blocks to limit the scope of synchronization.

public void deposit(double amount) {

synchronized (this) {

double newBalance = balance + amount;

// Simulate processing time

try {

Thread.sleep(100);

} catch (InterruptedException e) {

e.printStackTrace();

}

balance = newBalance;

}

}

**Explanation**

* Synchronizing only the critical section (code that modifies balance).
* This can improve performance by reducing the time the lock is held.

**Java Practical Exercise (20 minutes)**

**Task**

* **Objective**: Modify the provided Java code to include proper synchronization.
* **Bonus Challenge**: Implement a scenario with multiple accounts being updated by different threads.

**Steps**

1. **Add Synchronization**: Ensure all methods that access shared resources are properly synchronized.
2. **Create Multiple Accounts**:
   * Instantiate multiple BankAccount objects.
   * Simulate transfers between accounts.
3. **Handle Concurrency**:
   * Use threads to perform transfers concurrently.
   * Ensure that transfers are atomic and consistent.

**Sample Solution**

**BankAccount Class with Transfer Method**

public class BankAccount {

private double balance;

private final int accountNumber;

public BankAccount(int accountNumber, double initialBalance) {

this.balance = initialBalance;

this.accountNumber = accountNumber;

}

public synchronized void deposit(double amount) {

balance += amount;

// Simulate processing time

try {

Thread.sleep(50);

} catch (InterruptedException e) {

e.printStackTrace();

}

}

public synchronized void withdraw(double amount) {

balance -= amount;

// Simulate processing time

try {

Thread.sleep(50);

} catch (InterruptedException e) {

e.printStackTrace();

}

}

public double getBalance() {

return balance;

}

public int getAccountNumber() {

return accountNumber;

}

// Transfer method

public void transfer(BankAccount targetAccount, double amount) {

synchronized (this) {

synchronized (targetAccount) {

this.withdraw(amount);

targetAccount.deposit(amount);

System.out.println("Transferred $" + amount + " from Account "

+ this.accountNumber + " to Account " + targetAccount.getAccountNumber());

}

}

}

}

**BankSimulation Class with Multiple Accounts**

public class BankSimulation {

public static void main(String[] args) {

BankAccount account1 = new BankAccount(1, 5000);

BankAccount account2 = new BankAccount(2, 3000);

BankAccount account3 = new BankAccount(3, 2000);

// Thread for transferring from account1 to account2

Thread t1 = new Thread(() -> {

account1.transfer(account2, 1000);

});

// Thread for transferring from account2 to account3

Thread t2 = new Thread(() -> {

account2.transfer(account3, 500);

});

// Thread for transferring from account3 to account1

Thread t3 = new Thread(() -> {

account3.transfer(account1, 700);

});

// Start all threads

t1.start();

t2.start();

t3.start();

// Wait for all threads to finish

try {

t1.join();

t2.join();

t3.join();

} catch (InterruptedException e) {

e.printStackTrace();

}

// Display final balances

System.out.println("Final balance of Account 1: $" + account1.getBalance());

System.out.println("Final balance of Account 2: $" + account2.getBalance());

System.out.println("Final balance of Account 3: $" + account3.getBalance());

}

}

**Expected Output**

Transferred $1000.0 from Account 1 to Account 2

Transferred $500.0 from Account 2 to Account 3

Transferred $700.0 from Account 3 to Account 1

Final balance of Account 1: $4700.0

Final balance of Account 2: $3500.0

Final balance of Account 3: $1800.0

**Analysis**

* **Consistency**: The balances reflect all transfers accurately.
* **Synchronization**: The transfer method acquires locks on both accounts involved to prevent race conditions.
* **Deadlock Potential**: Note that synchronizing on multiple objects can introduce deadlocks, which will be addressed in the next hour.

**Hour 3: Advanced Synchronization Mechanisms**

**Avoiding Deadlock: Resource Locking Strategies (20 minutes)**

**Understanding Deadlocks**

**Deadlock Conditions (Coffman Conditions)**

A deadlock can occur if all the following conditions are true:

1. **Mutual Exclusion**: At least one resource must be held in a non-shareable mode.
2. **Hold and Wait**: A thread holds a resource and waits for another.
3. **No Preemption**: Resources cannot be forcibly removed from threads.
4. **Circular Wait**: A circular chain of threads exists, where each thread holds at least one resource needed by the next thread.

**Strategies to Avoid Deadlock**

**1. Resource Ordering**

* **Assign a Global Order**: Assign a numeric or logical order to all locks/resources.
* **Acquire Locks in Order**: Ensure that all threads acquire locks in the predefined order.
* **Result**: Prevents circular wait conditions.

**Example**:

public void transfer(BankAccount targetAccount, double amount) {

BankAccount firstLock, secondLock;

if (this.accountNumber < targetAccount.accountNumber) {

firstLock = this;

secondLock = targetAccount;

} else {

firstLock = targetAccount;

secondLock = this;

}

synchronized (firstLock) {

synchronized (secondLock) {

// Perform transfer

}

}

}

**2. Use of Timeouts**

* **Try to Acquire Lock with Timeout**: Use methods that attempt to acquire a lock within a certain time frame.
* **Handle Failure Gracefully**: If the lock cannot be acquired, the thread can back off or try again later.
* **Result**: Reduces the chance of threads waiting indefinitely.

**3. Avoid Holding Multiple Locks**

* **Single Lock Design**: Design your system to require only one lock at a time.
* **Reduce Complexity**: Simplifies the synchronization and reduces deadlock risk.

**4. Lock Ordering**

* **Consistent Lock Acquisition**: Always acquire locks in the same order across all threads.
* **Avoid Circular Waits**: Eliminates the possibility of deadlocks due to circular dependencies.

**Java Implementation: ReentrantLock and tryLock() (25 minutes)**

**Introduction to ReentrantLock**

**What is ReentrantLock?**

* A lock with the same basic behavior as the implicit monitor lock accessed using synchronized methods and statements.
* Provides extended capabilities, such as:
  + **Fairness Policy**: Option to grant locks in the order they were requested.
  + **Interruptible Lock Acquisition**: Ability to interrupt threads waiting for a lock.
  + **Lock Polling**: Methods to check if the lock is available.

**Using ReentrantLock**

**Importing the Class**

import java.util.concurrent.locks.ReentrantLock;

**Creating a ReentrantLock**

private final ReentrantLock lock = new ReentrantLock();

**Implementing tryLock() to Avoid Deadlocks**

**Modifying the BankAccount Class**

import java.util.concurrent.TimeUnit;

import java.util.concurrent.locks.ReentrantLock;

public class BankAccount {

private double balance;

private final int accountNumber;

private final ReentrantLock lock = new ReentrantLock();

// Constructors and other methods...

public boolean transfer(BankAccount targetAccount, double amount) throws InterruptedException {

boolean fromLockAcquired = false;

boolean toLockAcquired = false;

try {

// Try to acquire both locks within a timeout

fromLockAcquired = this.lock.tryLock(1000, TimeUnit.MILLISECONDS);

toLockAcquired = targetAccount.lock.tryLock(1000, TimeUnit.MILLISECONDS);

if (fromLockAcquired && toLockAcquired) {

this.withdraw(amount);

targetAccount.deposit(amount);

System.out.println("Transferred $" + amount + " from Account "

+ this.accountNumber + " to Account " + targetAccount.getAccountNumber());

return true;

} else {

System.out.println("Failed to acquire locks for transfer from Account "

+ this.accountNumber + " to Account " + targetAccount.getAccountNumber());

return false;

}

} finally {

if (fromLockAcquired) {

this.lock.unlock();

}

if (toLockAcquired) {

targetAccount.lock.unlock();

}

}

}

}

**Explanation**

* **tryLock(long timeout, TimeUnit unit)**:
  + Attempts to acquire the lock within the specified timeout.
  + Returns true if the lock was acquired, false otherwise.
* **Handling Lock Acquisition**:
  + If both locks are acquired, proceed with the transfer.
  + If unable to acquire both locks, handle the failure gracefully.
* **Finally Block**:
  + Ensures that any locks acquired are released, preventing deadlocks.

**Modifying the BankSimulation Class**

public class BankSimulation {

public static void main(String[] args) {

BankAccount account1 = new BankAccount(1, 5000);

BankAccount account2 = new BankAccount(2, 3000);

BankAccount account3 = new BankAccount(3, 2000);

// Thread for transferring from account1 to account2

Thread t1 = new Thread(() -> {

try {

account1.transfer(account2, 1000);

} catch (InterruptedException e) {

e.printStackTrace();

}

});

// Thread for transferring from account2 to account3

Thread t2 = new Thread(() -> {

try {

account2.transfer(account3, 500);

} catch (InterruptedException e) {

e.printStackTrace();

}

});

// Thread for transferring from account3 to account1

Thread t3 = new Thread(() -> {

try {

account3.transfer(account1, 700);

} catch (InterruptedException e) {

e.printStackTrace();

}

});

// Start all threads

t1.start();

t2.start();

t3.start();

// Wait for all threads to finish

try {

t1.join();

t2.join();

t3.join();

} catch (InterruptedException e) {

e.printStackTrace();

}

// Display final balances

System.out.println("Final balance of Account 1: $" + account1.getBalance());

System.out.println("Final balance of Account 2: $" + account2.getBalance());

System.out.println("Final balance of Account 3: $" + account3.getBalance());

}

}

**Sample Output**

Transferred $1000.0 from Account 1 to Account 2

Transferred $500.0 from Account 2 to Account 3

Transferred $700.0 from Account 3 to Account 1

Final balance of Account 1: $4700.0

Final balance of Account 2: $3500.0

Final balance of Account 3: $1800.0

**Possible Failed Lock Acquisition**

If a lock cannot be acquired within the timeout, the transfer will not occur, and a message will be displayed.

Failed to acquire locks for transfer from Account 3 to Account 1

**Advantages of ReentrantLock**

* **Flexibility**: More control over lock acquisition and release.
* **Non-blocking Attempts**: Ability to attempt to acquire a lock without blocking indefinitely.
* **Fairness Policies**: Can create fair locks that grant access in the order requested.

**Class Discussion: Best Practices for Concurrency (15 minutes)**

**Effective Use of Locks**

* **Minimize the Scope of Locks**:
  + Synchronize only the necessary parts of the code.
  + Reduces contention and improves performance.
* **Avoid Nested Locks**:
  + Reduces the risk of deadlocks.
  + Simplifies the locking strategy.
* **Consistent Lock Ordering**:
  + Always acquire multiple locks in a consistent order.

**Designing for Concurrency**

* **Immutable Objects**:
  + Objects that cannot be modified after creation.
  + Thread-safe by default.
* **Use High-Level Concurrency Utilities**:
  + Java provides classes like ConcurrentHashMap, BlockingQueue, etc.
  + These classes handle synchronization internally and are optimized for concurrency.
* **Prefer Synchronization Utilities Over synchronized Keyword**:
  + Classes from java.util.concurrent package often provide better performance and scalability.

**Minimizing Critical Sections**

* **Keep Locks Held for Short Durations**:
  + Perform minimal work inside synchronized blocks.
  + Release locks as soon as possible.
* **Avoid I/O Operations Inside Critical Sections**:
  + I/O can be slow and unpredictable.
  + Holding locks during I/O can lead to thread contention.

**Testing and Debugging Concurrent Programs**

* **Use Thread-Safe Testing Tools**:
  + Tools like ThreadSafe or FindBugs can detect concurrency issues.
* **Simulate High Concurrency Scenarios**:
  + Test with many threads to uncover potential issues.
* **Log Thread Activities**:
  + Logging can help trace the sequence of events leading to an issue.

Processor – single core – only one task at any given time
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**Concurrent** => multiple tasks are carried simultaniously

Concurrent versus Parallelism
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Concurrent Programming was designed keeping in mind single core take advantage of waiting time of threads due to various reasons

* + 1. Waiting for I/O

When **processor speed** and **I/O speed** is considered which one faster

* + 1. Waiting for other resources

**Single Threaded Apartment (STA)**

Only one thread in an application. Every application that is executing has a memory allocated and all the resources are exclusively available for the thread

**Multi Threaded Apartment (MTA)**

More than one thread

Application is running a process is created andd every process has its own memory and resources allocated to the process

STA
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MTA
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P1

P2

Every process has its own memory

Threads on the other hand doesn’t have its own memory it runs within the memory allocated for the process there memory shared by all the threads within the process

As a result the resources allocated to the process also shared by the threads running within the process.

We cannot determine the order in which these threads will get executed if make any assumptions of order of the thread execution then program **correctness** will for a toss

Program in execution is process and main method is the body of the program =>

public static void main(String[] args) {

System.***out***.println(Thread.*currentThread*().getName());

Thread t1 = new Thread(() -> {

for(int i = 0; i < 10; i++) {

System.***out***.println(Thread.*currentThread*().getName()+" "+i);

}

});

Thread t2 = new Thread(() -> {

for(int i = 0; i < 10; i++) {

System.***out***.println(Thread.*currentThread*().getName()+" "+i);

}

});

Thread t3 = new Thread(() -> {

for(int i = 0; i < 10; i++) {

System.***out***.println(Thread.*currentThread*().getName()+" "+i);

}

});

t1.start();

t2.start();

t3.start();

}

Threads are like sub program i.e program within program also we call them as light weighted process

What is the body of the thread?

Body of the Lamda function

-> {

for(int i = 0; i < 10; i++) {

System.***out***.println(Thread.*currentThread*().getName()+" "+i);

}

}

Body of the run() method

**My dream life:**

Career Minded Wife House Based Husband

deposit shared resource thread

thread 25,000 BankAccount withdraw 25,000
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25000 write the balance writes the balance
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50000

At the end of wifes deposit and husbands withdraw is the account balance which is shared resource left in **consistancy**?

In this case no resource is not in **consistancy**. Why? Inconsistant because after these two transaction balance must be left at 25000 but it has been left in 0 which is inconsistant that is because the two transactions (two threads) are allowed to overlap with each other as a result the critical section was access in a overlapping manner so data was corrupted and left in the inconsistant manner.
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**Critical Section: intersection**
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Which is a critical section which must not be allowed by both the train to access at the same time (no overlapping)

T1 t1 is waiting to acquire the lock T2

On R2
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T2 is waiting to acquire the lock

On R2
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R1 R2

T1 and T2 needs R1 and R2 to complete the work

This problem can be solved by **imposing an order in which locks are acquired**

synchronized(r1){

synchronized(r2){

}

}

T1 has already acquired the lock for R1 and waiting for R2 and T2 has acquired the lock on R2 and waiting for R1

Both will wait because they need the other resource – this leads to deadlock
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Single lane road

Since it is a small lane no two vehicle can pass at the same time and each of them wants the other person to go back leads to deadlock

**I’m going to write a BankAccount class whose objects are shared resources in our case we will be creating one BankAccount object that will be shared between Career Minded Wife and House Based Husband also the BankManager will access the BankAccount object to add interest**

Altogether one shared resource which is BankAccount object and BankAccount is a **Monitor** class in concurrent programming.

Monitor are passive objects doesn’t do anything on its own so who access it? Threads who are threads in the above scenario?

**Career Minded Wife**

**House Based Husband**

**BankManager**

Career Minded Wife House Based Husband

deposit shared resource thread

thread 25,000 BankAccount withdraw 25,000
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25000

As daily
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allowance lock is acquired on the

when CMW wants to deposit shared resource so HBH cannot

whe will acquire the lock cannot acquire the lock
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fails to acquire the lock
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read the balance so HBH thread goes into

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHMAAABoCAYAAADCUs++AAAAAXNSR0IArs4c6QAAAIRlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAOgAQADAAAAAQABAACgAgAEAAAAAQAAAHOgAwAEAAAAAQAAAGgAAAAALrK7dQAAAAlwSFlzAAALEwAACxMBAJqcGAAABMZJREFUeAHtnU2S2jAQhQ2VEyTZsOceYU4GnCzMPdizSXKEId2NpGl7oCzLsv78XJVge2Sp9T631JZk2Nx+7H939+7Qxdo23YXye+fsdv+up1jZIp9xBTbjSaaluP3cH7oPd3Mc6eoz5wCw03QMSR0d5tCI2/f9yZwD2KE4kY8Xh6ntNWABVYsScX8bMa/RrLippX/uBiK4d+W5o9cjQcEKcP/KMAG1YEghpgFqiGoFXwOgBcMJNQ1QQ5Ur9DoALRTMHLMAdY56BV4LoAVCmWuSQOWxZGxtKAAvbYOjq4UZbMDokVOkgR00uw1A1FVwzS5PvWGrXwEArZ9hrwYA2pOj/gMERvUz7NXAAUUf2tOl2gMArRbdc8MB9Lku1Z51QdHnorJq6wLDSQHnoQDazv2wBi9Nujov561hFmHLgmwC2+S4rlv2mFPo1GWzl0qZm+4Xv0rRymr7VcK0N4+BikXZVpAWPtfQn7bAybsOiHq9paonIb/i6PrUeswWS1cTzfpy2f29vnHaWoH61nNV6Uw/elpVpVuuLIA2RrfmPrQxFHGqA6BxdCwmFwAtBsV8Q9xzKFYwzBezhBwAtAQKEW2QCBfvu0RUNHNWAJoZQOziERDFVjRzfuShd+5HM5vhisfYrJMiYGfbvdHkNs+HYmtBAQz5tUBR1UH6zwKaWzSzCkrw7oa+ufOjw+v5wQIWdiGa28KAzDUnd3SLZnYuwf71Z0S3fUGqPsrpnfDM+LcOvDO+pvlyzOWd8MwlmPMvSHz+6MASJSDPVArYec9U5aGchRXArMrCAqfMHt6ZUu0EZcmoEFYlJFA6UREpI1tEs0tDxZzn0gqnzR/NbVq9Fy8N0e3iEqctQPpP+30KCxSNPnMBUV9myf1n1x1LWgT20lb8YVwB+/wJoONaVZECAVEVmPyNnAtUPHywiAx9pr/+UVPaL5IKbm55VmYwMwOYURFNzCzyqj7AnKh/zOS7P9cL5XfmJpc+p21bmjPlr4tTG2AqMXLsmuY2yuMKYOYg+LXMKOuGAPOrsMnPuGAopLlNbi0KHFUgZDCBhwd1xvBMrUbGfQmGeLiP3lkJfVwBzIwAh0Xb6NYbKK0C1OABc6ho5mPTf8pbZRqUj1mA6aNS4jShQAEzMSjf4kKAAqavuhnSOaCvvjeBfixAj88CZgZIU4oUoATNZ8gPMKcomymtAKVx2LGACDAzAZpcLM+wDJvbwWA7YE5WNc8F5hlUftvslQWA+UqZEs8/805lJ2AqMUrf9fHO0usA+5QCHATxgmp7ajjYbs/jsxIFNEC9j2a2EoA9MwcD7PZvgGmVqOlTB0IKLGDWBFHbeu8O+pD3V/37mUMxajqWIIg9lDcaTLC/YVZTHWCrUUBHtTYIgmdWfHsIRPtmNnkp+syKYVIneRHzTUAEzywcpsyU2AF2nr+kzcxzPsZpTX/JXgrPLBgmATrx4i4KcN7JCx/BjnpZV4b3KKq1U2PfCq7Lak3T3khRqm49LwRYolcS5yIC2aaWDnRC+Rv+y6OAeKF9EejxDHnueL7y2cbN7sNbHy8OmfSA+UysDOcEJpdrgfrYYKFT00v96AYwfUQrNI25AY4S1VKfCpiFgvI1ywGl9zwB01e1gtPZJvo/2l3gtzI6q68AAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAQAAAAJCAYAAAAVb42gAAAAAXNSR0IArs4c6QAAAIRlWElmTU0AKgAAAAgABQESAAMAAAABAAEAAAEaAAUAAAABAAAASgEbAAUAAAABAAAAUgEoAAMAAAABAAIAAIdpAAQAAAABAAAAWgAAAAAAAABIAAAAAQAAAEgAAAABAAOgAQADAAAAAQABAACgAgAEAAAAAQAAAASgAwAEAAAAAQAAAAkAAAAAzsZXsAAAAAlwSFlzAAALEwAACxMBAJqcGAAAAEZJREFUCB1jYOi2amBAAkwMjAz1cH63jQMTnANiMP6vBwowHmAAysAkUFUARVEF/v8/iCrAyGjPCLcWyGEAqoCYBXIL1GAA2IsPslreV0oAAAAASUVORK5CYII=)

blocked state

0

![](data:image/png;base64,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)

25000 write the balance
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deposit shared resource thread

thread 25,000 BankAccount withdraw 25,000
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allowance lock is acquired on the

when CMW wants to deposit shared resource so HBH cannot

whe will acquire the lock cannot acquire the lock
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read the balance so HBH thread goes into
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blocked state

0
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25000 write the balance once the lock is released after
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--------- transaction HBH will be released

25000 from block state

once the transaction is over unloc

As a result

Now HBH will be able to acquire the lock perform the transaction that way we can ensure the critical section is protected

How to do that in Java?

* + 1. use **synchronized** keyword (non access modifier)
       - using synchronized method
       - using synchronized block

2. using Lock in java.util.concurrency package

a. **ReentrantLock** class in java

The moment there is a synchronisation there wont be any overlapping on the critical section

**Homework: for you repeat the same using ReentrantLock class which is part of java.util.concurrency package**